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Abstract
Hedy is a gradual programming language with the goal to learn children the syntax of Python

and to be able to write programs in Python. Hedy consists of levels each including adventures

to practice syntax and coding. Every level can be completed with a quiz to test your knowledge

of that level. In addition to the adventures and quizzes, another feature was implemented

into Hedy called Parsons Problems. Parsons Problems are drag-drop puzzles where code lines

need to be placed in the correct order. The feature was tested by a group of children between

the ages of 11 and 12 years old. The aim of this research is to investigate the e↵ectiveness

of Parsons Problems in Hedy and to answer the question whether they could o↵er a higher

quality of learning experience. My research shows that Parsons Problems are very well received

by the children and it may be used to investigate where children have di�culties in learning

new coding concepts. Parsons Problems may also o↵er a way to tackle these di�cult coding

concepts by o↵ering more practice material.
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1 Introduction

Learning how to program is becoming a more in demand skill everyday due to the spur development
in technology. However, programming can be an overwhelming skill to learn. In this thesis we focus
on a programming language called Hedy that aims to learn the novice programmer how to code.
Hedy is designed to introduce children to programming with the focus on teaching the syntax of
Python. Hedy is presented as a gradual programming language. This means that students learn to
write simple commands first without having to worry about syntactical details. Then, not unlike
learning a natural language, the various rules of its grammar (syntax) are introduced in a stepwise
fashion. The eventual goal of Hedy being to teach children to master Python. This goal is achieved
by carefully chosen design principles among other concepts [Her20]. One of the principles being to
o↵er concepts at least three times in di↵erent forms to ensure a concept is stored in our long-term

memory. At this moment, Hedy o↵ers two di↵erent forms of code concepts per level. In this research
I will be implementing a third form of the concept that is being taught, to meet the first design
principle of Hedy. This third form will be presented in the form of Parsons Problems. A lot of
research has been done on Parsons Problems that show positive e↵ects in learning programming.

1.1 Research question

The goal of my bachelor thesis at the Leiden Institute of Advanced Computer Science, supervised
by Felienne Hermans; will be to implement Parsons Problems in Hedy and further investigate their
e↵ectiveness by running a small experiment which will answer the overarching question:

“Could implementing Parsons Problems in Hedy be a promising tool
to o↵er an even higher quality of learning experience?”

1.2 Contributions

The contributions this thesis makes are implementing Parsons Problems into the first eight levels
of Hedy. On the sixth of June 2022 the Parsons Problems went live on the Hedy website and were
already used 132 times in less than 24 hours. In a time span of two weeks the Parsons Problems
were used more than 700 times.

1.3 Thesis overview

This chapter contains the introduction; Section 2 includes the background on Hedy and Parsons
Problems; Section 2.3 discusses related work; Section 3 describes how the Parsons Problems were
implemented in Hedy; Section 4 describes the setup of the experiment that was conducted with
children on a Primary School; Section 5 shows results that were collected during the experiment.
Section 6 discusses the results of the experiment and the conclusions that are drawn from them.
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2 Background

As mentioned in the introduction the idea for my thesis came from the desire to complete the first
design principle of Hedy. In this section I will elaborate on the meaning of this design principle,
what concept I have chosen to implement in order to meet the design principle and why I chose
this concept.

2.1 Design principles of Hedy

Hedy o↵ers a Python like language with the overall goal being to teach a novice programmer
Python itself. In order to achieve this goal, syntax that becomes gradually more complex is added
to the Python like language until a programmer masters Python itself. Hedy follows six design
principles to achieve this goal:

1. Concepts are o↵ered at least three times in di↵erent forms.

2. The initial o↵ering of a concept is the simplest form possible.

3. Only one aspect of a concept changes at a time.

4. Adding syntactic elements like brackets and colons is deferred to the latest moment possible.

5. Learning new forms is interleaved between concept as much as possible.

6. At every level it is possible to create simple but meaningful programs.

As Hermans describes in her paper many of these design principles are already met [Her20]. To
keep in line with these design principles my research will focus on the first design principle that
states that concepts are o↵ered at least three times in di↵erent forms. As mentioned before, I will
be introducing a third form of o↵ering a concept.

2.1.1 Concepts are o↵ered at least three times in di↵erent forms

The first design principle that a concept should be o↵ered at least three times in di↵erent forms
emerged from the following research. Writing education [FL89, Sim73] found that concepts need to
be o↵ered in di↵erent forms over a longer period of time. Additionally, it has been found in order
for words to be stored in long-term memory it needs to be read at least 7 times [VV99].

2.1.2 Concepts o↵ered in Hedy

As of now Hedy o↵ers concepts in two di↵erent forms. The first form is o↵ered to the programmer by
writing code. The second form is o↵ered by making a multiple choice quiz at the end of each level, to
test the programmers’ knowledge. The third form will be o↵ered in the shape of Parsons Problems
(discussed in Section 3.2). The idea for implementing Parsons Problems in Hedy arose from the
conversation I had with my supervisor. It occurred to us that the knowledge of users is tested based
on an end quiz. However, users are not yet tested based on code they have written. Implementing
Parsons Problems is a great way to o↵er a more versatile way to test coding knowledge.
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2.2 Parsons Problems

When learning a new programming language it is necessary to master basic syntax of the language
and learn how to make logical constructs. When this basic knowledge is not present it is not possible
to write programs [PH06]. Many research has been done on the best ways to teach Introductory
Programming, which is also referred to as the programming paradigm [DH94]. Parsons & Haden try
to look at this paradigm from another angle, by comparing learning how to program to learning
a new language and the early learning of mathematics. Maths and foreign languages are
taught by repeated exposure through practice and drill, also known as ‘rote learning’ techniques
[NS96]. Since there is some resemblance in the three disciplines (learning a language, maths and
programming), the idea originated that learning syntactic rules needed for programming might
benefit from the same learning technique [PH06]. However, the downside of this technique is that
students find it a boring and tedious task. To tackle this problem researchers Parsons and Haden
developed a tool called ‘Parson’s Programming Puzzles’ (hereafter: Parsons Problems) consisting of
basic programming principles to help learn the required skills for programming. A Parsons Problem
is an interactive puzzle where students need to rearrange code blocks until they end up with a
program that is ready for execution. The design of the Parsons Problem was based upon five
principles [PH06].

1. Maximize engagement: Research has shown that making a concept that needs to be learned
into a game/puzzle is an e↵ective way to promote engagement. Maximizing engagement is
important to ensure repeated exposure that is required for rote learning.

2. Constrain the logic: Students need to be able to make syntactic judgements. Therefore it is
important that Parsons Problems provide a good structure (i.e. semantics), so students are
exposed to as little distractions as possible.

3. Permit common errors: Students have shown to make certain syntactic errors time after time.
Allowing students to make errors by o↵ering distractor options (code blocks with syntactically
incorrect code), enables them to compare correct and incorrect syntax.

4. Model good code: Sometimes a student provides a solution which will generate correct output.
However, the approach the student has taken to solve the problem might be too cumbersome.
It is of importance the student will be exposed to the more obvious coding solution. This can
be achieved by ensuring students have to continue solving the Parsons Problem until it is a
100% correct.

5. Provide immediate feedback: Students often struggle with finding out why a program does
not work correctly or does not execute. By providing immediate feedback when an incorrect
choice is made during solving a Parsons Problem this struggle can be made much easier.

Parsons Problems where originally designed to be a fun and e↵ective tool to learn Turbo Pascal.
However, the Parsons Problems can be used for any programming language.

2.3 Related work

Extensive research on Parsons Problems has been done after the first publication by Parsons &
Haden [PH06]. The studies I deemed most relevant for my own research will be discussed next.

3



2.3.1 Fixing vs. Writing Code

Ericson et al. [EMR17] researched the e↵ectiveness of Parsons Problems with regards to writing and
fixing code. Students were divided into three groups. Each group was given a di↵erent configuration
to solve the same problem set. The problem was then represented as either a debugging exercise,
writing exercise or a Parsons Problem. The students were given a pretest and posttest to measure
the learning e↵ectiveness. They found no significant di↵erence in scores between all three groups.
What they did find was that Parsons Problems took less time to solve than writing or fixing code.
Making Parsons Problems an e�cient learning tool [Sha20]. Some other research on using Parsons
Problems vs. writing code has found the same outcome [Sha20].

2.3.2 Lowering Cognitive Load

Sweller found in order for learning to occur the working memory has to process new information
first. After processing, the information is added to knowledge representations (schemas) that exist
in our long-term memory [Swe88]. The working memory has a limited capacity. When this capicity
is used entirely there is no room for modifying or building schemas in our long term memory.
Since novice programmers are expected to learn complex material, it is of importance to try to
lower the cognitive load. Hermans and Ericson [Her20, EMR17] both stress the importance of
limiting cognitive load of a learner several times. In Hedy several measures have been taken to lower
the cognitive load by for example using the Spiral Approach [Shn77]. Ericson believes Parsons
Problems to have a lower cognitive load than a problem that requires to write code from scratch
since the problem space of a parsons problem is more constrained [EMR17].

2.3.3 Design of Parsons Problems

Not only the e↵ectiveness of Parsons Problems has been researched, a great emphasis lies on the
design of the problems as well. It is important to discuss the following three design principles
[Sha20]. This way design decisions that align with the design principles of Hedy can be made to
implement Parsons Problems in the best way possible.
The following designs will be discussed:

1. Two-dimensional Parsons Problems allow for indenting code blocks correctly in addition
to placing code correctly. At present it is common practice to o↵er Parsons Problems in
two-dimensions in Python [DLRD20]. Be that as it may, it is important to keep in mind
that using two-dimensional Parson Problems does make the problem more di�cult to solve.
Which in turn could result in increasing the cognitive load.

2. Distractors are code blocks that are not part of the solution [Sha20]. They are placed
between the correct code blocks to distract the learner. This way comparisons between correct
and incorrect code are enforced. Research on the e↵ectiveness of using distractors points to
di↵erent outcomes. Ericson found them to be highly e�cient whereas Harms et al. suggests
that using distractors decrease learning e�ciency [EMR17, HCK16].

3. Feedback given to students can take shape in two ways. The first one being line-based

feedback and the second one being execution-based feedback. Line-based feedback entails
immediate feedback after a code block is placed. This entails two downsides. In order for this
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to be implemented a unique solution is required. Second, a trial-and-error based approach
to solve the problem becomes obvious. On the upside, the problem might be easier to solve.
Execution-based feedback relies on feedback after execution of the problem. This is similar
to feedback programmers get after compiling code. Research shows this way might take a
learner longer to solve the problem. On the other hand they ask for less feedback, since this
approach is said to encourage a student to think more critically about the solution to the
problem beforehand [Sha20].

2.4 Parsons Problems in Hedy

In short, the idea for creating Parsons Problems originates from recognizing that syntactical errors
and semantics form an obstacle in learning how to code [PH06]. Hermans acknowledges these
problems as well: “One of the aspects of programming that learners often struggle with is the
syntax of programming languages: remembering the right commands to use and combining those
into a working program” [Her20]. Since Hermans and Parsons both emphasize the importance of
learning correct syntax, Parsons Problems and Hedy seem to go hand in hand.
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3 Implementation

3.1 Goal

The primary goal of this research is to implement a third form in which code is presented, with the
aim to further improve the learning experience of Hedy. For this third concept code will be shown
in the form of Parsons Problems. In this section I will discuss the implementation of the Parsons
Problems in Hedy.

3.2 Structure

The implementation of Parsons Problems in Hedy consisted of the following steps:

1. Design the Parsons Problems

2. Content of the Parsons Problems

3. Implementing the Parsons Problems

4. Deploying the Parson Problems

3.2.1 Designing the Parsons Problems

The first draft of the design was made using copying and pasting screenshots of the existing page of
Hedy. In the screenshots I added colored blocks and text using the original Hedy colors. Next when
implementing the design into code, I found other design choices where more preferable (e.g. drag
code from the top of the page to bottom of the page). Lastly, the final design with a few added
details was completed. The di↵erent stages of the designs are shown in Figure 1.

Figure 1: Stages of the designs (fLTR: initial design, second design and final design

As mentioned in the Background Section 2, Parsons Problems are represented as drag-drop puzzles
in which code lines are randomly displayed in containers. It is the task of the user to drag these
code lines into the correct order into a set of empty containers.
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The design was based on the following demands:

• The standard design of Parsons Problems. The requirements that the standard design should
meet are: (1) draggable code lines, (2) two sets of containers, the first set containers each
consisting of a code line, the second set is displayed as empty containers, (3) a mechanism
that checks whether the code lines are dragged to the empty containers and are then placed
in the correct order.

Taking the standard design principles the programmer can choose numeral ways to enhance
and implement these designs. The following ideas had to be taken into consideration.

• Checking mechanism. Next, I had to consider a way of making clear to a user whether their
code line(s) were placed into the correct order. In order to do so, I had two options. The
first option was using line-based feedback. This would be done by coloring the container the
code line was dragged in immediately. Making the color of the container green, red, if a code
line was placed correctly or incorrectly, respectively. The second option was execution-based
feedback. This would be done by colouring the containers after a user hit the execute button.
I chose for the latter, based on research discussed in the related work Section 2.3.

• Executing code. In other Parsons Problems when code lines are placed in the empty containers,
their order is checked. However, to make the Parsons Problems even more interactive, my
demand was to also be able to execute this code. This is the first extra demand. This way the
users is exposed to the output of the code lines they placed. The moment the users execute
incorrect placed code lines, they will receive error messages and feedback on what went wrong.
The user can endlessly replace the code blocks until the answer is 100% correct.

• Distractors. The second design choice I wanted to take into consideration was the use of
distractors. Distractors are code lines that contain grammatically incorrect code on purpose.
Initially the inventors of Parsons Problems included these distractors into the puzzles in order
to make users aware of the importance of well-written code. However, later research was done
on the use of distractors which showed a decrease in learning e�ciency [HCK16]. Based on
this research, I chose to not to use distractors in my design, to ensure the cognitive load stays
low.

• Syntax Highlighting. The last demand was that in my design, the commands in code lines
that were already present in Hedy were highlighted. By doing this, I wanted to get the users
familiarized with the commands. Ensuring the design of Parsons Problems was in line with
the existing design of Hedy.

3.2.2 Assignment description of the Parsons Problems

Each Parsons Problem consists of an assignment that can be found under the heading What is my

code supposed to do?. A user must read this assignment before starting the problem. Since it is not
always clear in what order code should be dragged in, the story should be used as guideline. This is
necessary in terms of creating the correct and desired output. For example print statements can be
put in any kind of order and will still execute correctly. However, it might not give the desired output.
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The stories were created taking the following concepts into account:

• Interest of the children

• What does a user learn in this level

I have created Parsons Problems for the first eight levels of Hedy. Table 1 shows the concepts that
are taught in each level. My assignments were set up in such way that they are interwoven with
these concepts. Figure 2 and Figure 3 show examples of assignments that are based on concepts 1
and 2 respectively. The inspiration for the assignments is based on the common interests of today’s
children such as Harry Potter and movies like Sonic the Hedgehog.

Level Concept
1 printing and input
2 assignment using is (defining variables)
3 quotation marks and types
4 selection with if and else flat
5 repetition with repeat x times
6 calculations
7 code blocks
8 for syntax

Table 1: Di↵erent concepts introduced in the levels of Hedy

Figure 2: The assignment of the Parsons Problem of level 1 which is based on concept 1.

Figure 3: The assignment of the Parsons Problem of level 2 which is based on concept 2.
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3.2.3 Coding the Parsons Problems

Working in a big collaboratory project, just like Hedy, was a new experience for me. I had not
developed any code in majority of the languages that Hedy is written in or participated in a
fullstack development project. Through online meetings with Timon Bakker, who is a coworker
on the Hedy project, and lots of trial and error I managed to implement the design of Parsons
Problems into Hedy. The design was implemented by coding in HTML, CSS and TypeScript. The
back-end, which was needed for the checking mechanism of the assignments was coded in Python.

3.2.4 Deploying Parsons Problems for testing

After implementing Parsons Problems in the first eight levels of Hedy, the new feature was exploited
on the alpha version of Hedy, see website. By exploiting the feature the design was ready for its
first test run, which will be discussed in the Experiments Section 4.
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4 Experiments

4.1 Goal

The goal of the experiment is to test the user experience of the Parsons Problems that I implemented
in Hedy. In order to do so users will be observed during a pilot of the implemented feature. For this
pilot a selected group of participants will be testing the Parsons Problems. The user experience will
be measured by tracking the screen activity of the participants and the outcomes of the Parsons
Problems they try to solve.

4.2 Structure

Running the experiment consisted of the following steps:

1. Data collection

2. Analyzing the participants’ screen activity and observations

4.2.1 Data collection

The data collection consisted of four steps, namely the selection of participants, the system require-
ments, the planning of the pilot and retrieving the participants’ screen activity and output. The
pilot was divided into two days.

Selection of participants
Firstly, a selection of participants had to be made. Since Hedy is a platform suited primarily
for children between the age of 11-14, this was also my target group for the experiment. A prior
knowledge in coding was not required. The test group consisted of six children from primary
school ‘De Vos’ in Voorschoten aged between 11-12 years old. For the selection I tried to make
sure the group consisted of children with di↵erent levels of learning skills. The di↵erent levels
of learning skills where chosen in a way that an even distribution in learning skills was taken
into account as much as possible, see Table 4.2.1. In the Dutch school system there exist three
di↵erent streams that represent di↵erent educational paths. These streams are: VMBO (preparatory
secondary vocational education), HAVO (senior general secondary education), and VWO (university
preperatory education). In other countries usually two streams of educational paths are o↵ered: (1)
the stream of vocational training (VMBO) and (2) the stream of university (VWO). The stream
HAVO is not present in other countries, but is meant to prepare students for universities of applied
sciences in The Netherlands.

System requirements
Secondly, multiple system requirements had to be met. These requirements include: (1) establishing
a stable internet connection, and (2) setting up three laptops displaying the alpha-version source of
Hedy which at the time included the Parsons Problems.

Pilot day 1
On the first day of the pilot the aim was to get the participants familiarized with Hedy. First, the
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Participants Learning skills
User 1 VMBO
User 2 VMBO/HAVO
User 3 VMBO/HAVO
User 4 HAVO
User 5 HAVO/VWO
User 6 VWO

Table 2: The 6 participants including their learning skills.

participants were given a laptop that displayed the alpha-version of Hedy. Second, I provided the
participants with a short introduction about Hedy and the aim of that day. The participants were
also encouraged to ask any questions at any time if something was not clear for them. I announced
that each participant was given 1.5 hours to practice coding in Hedy. The coding in Hedy had the
following restrictions. The participants were asked to make exactly five coding exercises, called
‘adventures’, per level ensuring that the programmers were exposed to the same amount of coding
exercise. The set of adventures that were chosen always consisted of the introduction adventure
followed by the next four contiguous adventures, and always excluding the drawing adventure
(called ‘Turtle’). The drawing adventure was excluded since I did not deem this exercise to be of as
much importance in learning the basic commands exposed in each level. Figure 4 shows how the
adventures in each level are displayed. Figure 5 shows multiple adventures (in the same level). At
the end of the pilot of day one the level they reached in 1.5 hours was noted. The amount of levels
the participants reached (and made) was their base for the second day of the pilot.

Figure 4: The display of the adventures of level 1

Figure 5: Multiple adventures of level 1 (fLTR: story, parrot and rock paper scissors)

Pilot day 2
On the second day of the pilot the aim was to get the participants to solve the Parsons Problems
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and make the end quiz of the levels they reached on the pilot of day one. To clarify, the amount of
Parsons Problems and end quizzes were equal to the amount of levels they reached on the first day
of the pilot. In addition, the aim was to obtain the participants’ screen activity and to note any
uncertainties found by the participants during this session (e.g. questions on how to proceed if the
given task was not clear for them). The participants were divided over two groups each consisting
of three participants, again with an even distribution of learning skills. The first group was asked to
first make the end quiz, followed by solving the Parsons Problems. The second group was asked to
start with solving the Parsons Problems, followed by making the end quiz. Again the participants
were provided with the laptops with the Parsons Problems or the end quiz showing on their laptop
screens. I explained the two tasks of the day were to make multiple choice quizzes (end quiz) and
to make the Parsons Problems that I had implemented. However I did not any context on what
a Parsons Problem is or what the exercise consisted of. While the participants were making the
tasks given, I quietly observed them by walking around and making sure I was always available
for any questions. In order to obtain the screen activities of the participants, a screen recording
was made of the entire session (Parsons Problems and end quizzes). A total of six recordings was
stored on my computer in order to analyze this data. Since screen recordings only capture digital
motion, handwritten notes were taken as well during these sessions in order to capture verbal
communication. These notes were included for keeping track of the times that a participant did not
understand the assignment or needed more guidance.

4.2.2 Analyzing the participants’ screen activity and observations

In order to measure the e↵ectiveness of the Parsons Problems that were implemented I took the
following questions into consideration:

1. Were the Parsons Problems self-explanatory?

2. Were the story descriptions clear for the participants?

3. How many mistakes did participants make before solving the Parsons Problem correctly?

4. If any, what kind of mistakes did the participants make during solving the Parsons Problems?

5. Is there a correlation between Parsons Problems and the scores of the end quiz?

To be able to answer these questions the following data was extracted:

1. Were the Parsons Problems self-explanatory?
Both the screen recordings of solving the Parsons Problems and the hand-written notes of
day two of the pilot were analyzed. In the screen recordings immediate action was measured
in terms of dragging the code lines. The notes were meant to keep track of any participant
that asked for verbal confirmation before starting the Parsons Problem.

2. Were the story descriptions clear for the participants?
Again, the hand-written notes of day two of the pilot were analyzed. The notes were used
to keep track of any participants that asked for verbal confirmation to understand the story
that belongs to each of the Parsons Problem.
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3. How many mistakes did participants make before solving the Parsons Problem
correctly?
The screen recordings of solving the Parsons Problems of day two of the pilot were analyzed
to count the number of mistakes the participants made. For each participant the number of
mistakes they made per Parsons Problem was noted.

4. What kind of mistakes did the participants make during solving the Parsons
Problems?
Again, the screen recordings of solving the Parsons Problems of day two of the pilot were
analyzed. This time it was noted what type of mistakes the participants made while trying to
solve the Parsons Problem.

5. Is there a correlation between Parsons Problems and the scores of the end quiz?
The screen recordings of solving the Parsons Problems and solving the end quiz of day two of
the pilot were analyzed. In doing so, the number of mistakes the participants made while
solving the Parsons Problems were counted and the scores of the end quiz were kept. These
two measurements were compared with each other.
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5 Results

In this section the results of the experiments will be discussed. The five questions from Section 4.2.2
were taken into consideration for the analysis of the data.

5.1 Were the Parsons Problems self-explanatory?

Table 3 shows whether the Parsons Problem was self-explanatory for the users. This was tested by
asking the following two questions.

• Immediate dragging: Did the user immediately understand that the code blocks had to be
dragged to the empty containers? This question can be answered with a simple yes or no.

• Verbal confirmation problem: Did the user ask for an explanation before starting the assign-
ment? This question will again be answered with a simple yes or no.

It should be emphasized that the answer to these questions will always be yes/no or no/yes. When
a user finds the Parsons Problem self-explanatory (starts immediate dragging) then there was no
verbal confirmation about how to start. Vice versa when the user found the Parsons Problem non
self-explanatory, verbal confirmation about how to start was asked.

Participants Immediate dragging Verbal confirmation for problem
1 yes no
2 yes no
3 no yes
4 yes no
5 no yes
6 yes no

Table 3: Parsons Problems: self-explanatory

5.2 Were the assignments clear for the participants?

Table 4 shows whether the assignment that was written to support the Parsons Problem was clear.
This was done by asking the following question:

• Verbal confirmation for assignment: Did a user ask for verbal confirmation in the case they
did not understand the assignment. The assignment can be found under the heading What is

my code supposed to do? in every Parsons Problem on the Hedy website, see Figure 6.

Participant number 5 was under the impression that the draggable containers were supposed to be
clicked on and asked why this was not working. I gave a small hint by pointing to the upper left
corner of the screen where the text Drag the code in the correct order, see Figure 6, is displayed.
Participant number 5 then proceeded with the task at hand without hesitation.

14



Figure 6: Example of a Parsons Problem

Participants Verbal confirmation for assignment
1 no
2 no
3 no
4 no
5 yes
6 no

Table 4: Parsons Problems: clarification of assignments

5.3 How many mistakes did the participants make before solving the
Parsons Problem correctly?

Table 5 shows how many mistakes where made during solving the Parsons Problem. This was
measured by counting the times a user needed to replace the code blocks in order to get a correctly
executable program. To clarify, the table shows that user 1 made 0 mistakes in solving the Parsons
Problem in level 1 and made 1 mistake until solving the Parsons Problem in level 2. Additionally, a
‘-’ is shown when a user did not finish this level on the previous day or did not want to continue
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any further.

Number of mistakes
Participants level 1 level 2 level 3

1 0 1 -
2 0 0 -
3 0 0 -
4 0 1 -
5 0 1 0
6 0 1 -

Table 5: Parsons Problems: the number of times before the Parsons Problem was solved

As Table 5 shows, when a participant made a mistake while solving the Parsons Problem it only
took them one time to correct the mistake.

5.4 What kind of mistakes did the participants make during solving
the Parsons Problems?

Table 6 shows what type of mistake a user made during solving the Parsons Problem. The type
of mistake that was made was the same for each of the users, namely the wrong order of variable
declaration. Other types of mistakes where not observed. Here a ‘-’ means that the user did not
make any type of mistake.

Types of mistakes
Participants level 1 level 2 level 3

1 - variable declaration -
2 - - -
3 - - -
4 - variable declaration -
5 - variable declaration 0
6 - variable declaration -

Table 6: Parsons Problems: types of mistakes

Figure 7 shows the exact way the participants made the mistake. Every participant placed the
code-line print We’re going to film above the code-line film is Sonic the Hedgehog 2. Re-
markably, the type of mistake that was made by the participants was the same. All the participants
seemed to struggle with the notion that a variable name, such as film should be declared, before
actually being able to use it. Therefore I identified this mistake as a mistake in the declaration of a
variable.
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Figure 7: A mistake in variable declaration (level 2)

5.5 Is there a correlation between Parsons Problems and the scores of
the end quiz?

Table 7 shows the users that made a Parsons Problem followed by the end quiz of the corresponding
level. Table 8 shows the users that made the end quiz followed by the Parsons Problems of the
corresponding level. Both tables show if the user made any mistakes in the Parsons Problem and the
end quiz. If a user made a mistake in the end quiz, the number of the question that was answered
incorrect is noted. If a user made a mistake in the Parsons Problem the number of mistakes was
saved. Again, a ‘-’ is shown when a user did not finish this level on the previous day or did not
want to continue any further.

Number of mistakes in Parsons Problems Mistakes in end quizzes
Participant level 1 level 2 level 3 level 1 level 2 level 3

5 none 1 none 3 2, 4, 10 7, 8, 9, 10
2 none none none none 1, 2, 4, 9, 10 -
3 none none none none 1, 2, 4, 10 -

Table 7: Measurements of group 1: Parsons Problems followed by end quiz

Mistakes in end quizzes Number of mistakes in Parsons Problems
Participant level 1 level 2 level 3 level 1 level 2 level 3

4 5 2, 9 - none 1 -
1 3, 8 8, 9, 10 - none 1 -
6 none 1, 2, 4, 6, 10 - none 1 -

Table 8: Measurements of group 2: End quiz followed by Parsons Problems
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Figures 8 and 9 correspond with Tables 7 and 8. Figures 8 and 9 show the exact questions that
were answered incorrect.

Level 1
In level 1 the questions of the end quiz test the knowledge on the commands print, echo and ask.
The most commonly made mistake in level 1 was question 3. Questions 5 and 8 will be omitted
since these are outliers (infrequently made mistakes) in the set of incorrect answered questions.

• Question 3 was answered incorrect by two participants. We will refer to question 3 as an ask

problem, see Figure 8. The command ask is used to obtain user input. Participant number one
answered the question with 4 and 1 before giving the correct answer, which is 3. Participant
number five answered with 2 before giving the correct answer.

Since the Parsons Problem in level 1 was made correct and the incorrect answers of the end quiz of
level 1 among the groups were sporadic, I do not see any causal relationship between the Parsons
problem and the end quiz in level 1.

Level 2
In level 2 the questions of the end quiz test the knowledge on the commands is ask, is, print
and sleep. The most commonly made mistakes among the groups in level 2 were the questions 2,
4, 9, and 10. Questions 1, 6 and 8 will be omitted since these are outliers in the set of incorrect
answered questions.

• Question 2 was answered incorrect by five participants. We will refer to question 2 as an is

ask problem, see Figure 9. This is a form of variable declaration where the emphasis lays
on declaring the variable name with user input. Participants number three, four, five and six
answered 2 before giving the correct answer, which is 1. Participant two answered 3 followed
by 4 before giving the correct answer.

• Question 4 was answered incorrect by four participants. We will refer to question 4 as an
is problem, see Figure 9. This is a form of variable declaration where the emphasis lays on
declaring the variable name and then printing it to the output console. Participants number
two and five answered 2 and 3 before giving the correct answer, which is 4. Participants
number three and six answered 2 before giving the correct answer.

• Question 9 was answered incorrect by three participants. We will refer to question 9 as an
is problem, see Figure 9. This is a form of variable declaration where the emphasis lays on
declaring the variable animal and then printing it to the output console. Participants number
one and four answered 1 before giving the correct solution, which is 2. Participant number
two answered 4 before giving the correct answer.

• Question 10 was answered incorrect by five participants. This is a form of variable declaration
where the emphasis lays on declaring the variable flavor with user input, see Figure 9.
Participants number one and three answered 2 before giving the correct answer, which is 4.
Participants number two, five and six answered 1 and 2 before giving the correct answer.

The Parsons Problem in level 2 shows that the mistake that was made was always in variable
declaration. As can be seen from the questions that were answered incorrect in the end quiz of level
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2, these were also all related to variable declaration. The reason for these mistakes could be due to
a lack of coding practice or the concept of declaring a variable may be too di�cult to understand.
It is interesting to see that most of the participants experience di�culties in both the Parsons
Problem and the end quiz exercises that deal with variable declaration.

Figure 8: Incorrect answered questions in the end quiz of level 1 (fLTR: questions 3, 5 and 8)
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Figure 9: Incorrect answered questions in the end quiz of level 2 (fLTR: questions 1, 2, 4, 6, 8, 9
and 10)
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6 Conclusions and Future Work

Recalling the research question from Section 1.1, in this section an answer will be provided in
agreement with the five sub-questions that the results where based on.

Before answering the research question the following should be kept in mind at all times:

• The study was conducted with a small test group (n=6). It is however a great way to start
testing the Parsons Problems that were implemented for the first trial. In addition, it could
be an indication to whether this will be a useful tool to implement in the future.

• The participants were nervous and excited. The participants knew they were being observed
and had to take tests which showed immediate feedback both of which can be quite daunting.

• Whether participants really ‘read’ the assignments can not be guaranteed. Due to nerves,
performance pressure and the average age of the participants it is not unlikely that a participant
failed to grasped the understanding of the assignment at hand.

• The participants had only practiced with Hedy once prior to the experiment (day one of trial).
Therefore, perfect knowledge can not be expected. A mistake in the quiz that was made by
almost everyone was not knowing which commands were omitted in a level. This is a mistake
that can be winked at.

Overall the Parsons Problems were well received among the participants. The results that were
obtained from the experiment show that 1) the majority of the participants immediately started
dragging the code blocks into the empty containers and 2) the majority of the participants under-
stood the assignments that were at hand. These two results combined show a positive e↵ect on the
self-explanatory nature of the Parsons Problems that were implemented.

Second, an e↵ect in first letting participants complete the Parsons Problem followed by the corre-
sponding end quiz of that level and vice versa has not been observed. It might be interesting to
mention that the group of participants that first solved the Parsons Problems followed by the end
quiz (group 1) made 11 mistakes in the end quiz of level 2. While the other group of participants
(group 2) made 10 mistakes in that same end quiz. The number of mistakes the groups made
in the end quiz of level 2 is about the same. In addition, it can be noticed that group 2 made
three mistakes in solving the Parsons Problem of level 2, while group 1 made only one mistake in
that same problem. We can observe a kind of trend where making the end quiz before solving the
Parsons Problems tends to result in more mistakes.

Lastly, it can be observed that the mistakes that were made in level 2 of the end quiz were the
same in nature as the mistakes that were made in level 2 of the Parsons Problem. The Parsons
Problem in level 2 is focused on the declaration of variables. In the same way, the most commonly
made mistakes in the end quiz of level 2 were questions {2, 4, 9, 10}, which also focus on variable
declaration. It is interesting to see that a problem arises when the declaration of variable names
comes into play.
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6.1 Answering the research question

Could implementing Parsons Problems in Hedy be a promising tool to o↵er an even
higher quality of learning experience?

It is clear that Parsons Problems in Hedy are a fun way to o↵er a concept for the third time. A user
spends less time on reading and is immediately drawn to the dragging of the code blocks. Parsons
Problems might not only be an e↵ective tool in learning how to program, but also in emphasizing
topics students struggle with. This implementation shows that combining the end quiz of Hedy with
Parsons Problems could be a promising tool to extract types of mistakes that are made by users.
This way certain topics that are di�cult to grasp for novice programmers, like variable declaration,
were brought to our attention by Parsons Problems. Developing more Parsons Problems to practice
with these di�cult topics could tackle the problem at hand, o↵ering a higher quality in learning
experience for children.
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